# Лабораторная работа № 3 массивы и Строки

**Цель лабораторной работы**

Закрепление теоретических знаний при работе с массивами и строками.

**Постановка задачи**

Массив - набор элементов одного и того же типа, объединенных общим именем. Массивы в С# можно использовать по аналогии с тем, как они используются в других языках программирования. Однако С#-массивы имеют существенные отличия: они относятся к ссылочным типам данных, более того - реализованы как объекты. Фактически имя массива является ссылкой на область кучи (динамической памяти), в которой последовательно размещается набор элементов определенного типа. Выделение памяти под элементы происходит на этапе инициализации массива. А за освобождением памяти следит система сборки мусора - неиспользуемые массивы автоматически утилизируются данной системой. Рассмотрим различные типы массивов.

**Одномерные массивы**

Одномерный массив - это фиксированное количество элементов одного и того же типа, объединенных общим именем, где каждый элемент имеет свой номер. Нумерация элементов массива в С# начинается с нуля, то есть, если массив состоит из 10 элементов, то его элементы будут иметь следующие номера: 0, 1, 2, 3, 4, 5, 6, 7, 8, 9. Одномерный массив в С# реализуется как объект, поэтому его создание представляет собой двухступенчатый процесс. Сначала объявляется ссылочная переменная на массив, затем выделяется память под требуемое количество элементов базового типа, и ссылочной переменной присваивается адрес нулевого элемента в массиве. Базовый тип определяет тип данных каждого элемента массива. Количество элементов, которые будут храниться в массиве, определяется размер массива. В общем случае процесс объявления переменной типа массив, и выделение необходимого объема памяти может быть разделено. Кроме того, на этапе объявления массива можно произвести его инициализацию. Поэтому для объявления одномерного массива может использоваться одна из следующих форм записи:

|  |  |
| --- | --- |
| Форма записи | Пояснения |
| базовый\_тип [] имя\_\_массива;  Например:  int [] a; | Описана ссылка на одномерный массив, которая в дальнейшем может быть использована: 1. для адресации на уже существующий массив; 2. передачи массива в метод в качестве параметра 3. отсроченного выделения памяти под элементы массива. |
| базовый\_тип [] имя\_\_массива = new базовый\_тип [размер];  Например:  int []a=new int [10]; | Объявлен одномерный массив заданного типа и выделена память под одномерный массив указанной размерности. Адрес данной области памяти записан в ссылочную переменную. Элементы массива равны нулю. Замечание. Надо отметить, что в C# элементам массива присваиваются начальные значения по умолчанию в зависимости от базового типа. Для арифметических типов - нули, для ссылочных типов - null, для символов - пробел. |
| базовый\_тип [] имя\_\_массива= {список инициализации};  Например:  int []a={0, 1, 2, 3}; | Выделена память под одномерный массив, размерность которого соответствует количеству элементов в списке инициализации. Адрес этой области памяти записан в ссылочную переменную. Значение элементов массива соответствует списку инициализации. |

Обращения к элементам массива происходи с помощью индекса, для этого нужно указать имя массива и в квадратных скобках его номер. Например, a[0], b[10], c[i]. Так как массив представляет собой набор элементов, объединенных общим именем, то обработка массива обычно производится в цикле. Рассмотрим несколько простых примеров работы с одномерными массивами.

**Многомерные массивы**

Многомерные массивы имеют более одного измерения. Чаще всего используются двумерные массивы, которые представляют собой таблицы. Каждый элемент массива имеет два индекса, первый определяет номер строки, второй - номер столбца, на пересечении которых находится элемент. Нумерация строк и столбцов начинается с нуля.

Объявить двумерный массив можно одним из предложенных способов:

тип [,] имя\_\_массива;

тип [,] имя\_\_массива = new тип [размер1, размер2];

тип [,] имя\_\_массива={

{элементы 1-ой строки},

… ,

{элементы n-ой строки}};

тип [,] имя\_\_массива= new тип [,]

{

{элементы 1-ой строки},

… ,

{элементы n-ой строки}

};

Например:

int [,] a;

int [,] a= new int [3, 4];

int [,] a=

{

{0, 1, 2},

{3, 4, 5}

};

int [,] a= new int [,]

{

{0, 1, 2},

{3, 4, 5}

};

Замечания.

1. Как и в случае с одномерными массивами, последние два описания являются избыточными.

2. При работе с многомерными массивами можно использовать приемы, которые мы рассмотрели для одномерных массивов.

3. При обращении к свойству Length для двумерного массива мы получим общее количество элементов в массиве. Чтобы получить количество строк нужно обратиться к методу GetLength с параметром 0. Чтобы получить количество столбцов – к методу GetLength с параметром 1.

**Оператор foreach и его использование при работе с массивами**

Оператор foreach применяется для перебора элементов в специальным образом организованной группе данных, в том числе и в массиве. Удобство этого вида цикла заключается в том, что нам не требуется определять количество элементов в группе и выполнять перебор по индексу - мы просто указываем на необходимость перебрать все элементы группы. Синтаксис оператора: foreach ( in ) где имя определяет локальную по отношению к циклу переменную, которая будет по очереди принимать все значения из указанной группы, а тип соответствует базовому типу элементов группы. Ограничением оператора foreach является то, что с его помощью можно только просматривать значения элементов в группе данных, но нельзя их изменять.

**Методы сортировки данных C#**

- Сортировка пузырьком;

- Шейкерная сортировка;

- Сортировка вставками;

- Гномья сортировка;

- Сортировка простым выбором;

- Поразрядная сортировка;

- Сортировка Шелла;

- Пирамидальная сортировка;

- Быстрая сортировка.

**Сортировка пузырьком**

Реализация на языке C#:

using System;

class Program

{

static void Main()

{

int[] array = { 64, 34, 25, 12, 22, 11, 90 };

Console.WriteLine("Исходный массив:");

PrintArray(array);

BubbleSort(array);

Console.WriteLine("Отсортированный массив:");

PrintArray(array);

}

static void BubbleSort(int[] arr)

{

int n = arr.Length;

for (int i = 0; i < n - 1; i++)

{

// Последние i элементов уже отсортированы

for (int j = 0; j < n - i - 1; j++)

{

// Сравниваем соседние элементы

if (arr[j] > arr[j + 1])

{

// Меняем их местами, если они в неправильном порядке

int temp = arr[j];

arr[j] = arr[j + 1];

arr[j + 1] = temp;

}

}

}

}

static void PrintArray(int[] arr)

{

foreach (int value in arr)

{

Console.Write(value + " ");

}

Console.WriteLine();

}

}

- простейший алгоритм сортировки. Эффективен для небольшого объёма данных, а при сортировке большого объема данных могут быть большие потери времени.

Алгоритм состоит из повторяющихся проходов по сортируемому массиву. За каждый проход элементы последовательно сравниваются попарно и, если порядок в паре неверный, выполняется обмен элементов. Проходы по массиву повторяются N+1 раз или до тех пор, пока на очередном проходе не окажется, что обмены больше не нужны, что означает — массив отсортирован. При каждом проходе алгоритма по внутреннему циклу, очередной наибольший элемент массива ставится на своё место в конце массива рядом с предыдущим «наибольшим элементом», а наименьший элемент перемещается на одну позицию к началу массива («всплывает» до нужной позиции, как пузырёк в воде, отсюда и название алгоритма).

**Шейкерная сортировка** (сортировка перемешиванием)

- разновидность пузырьковой сортировки.

Перестановка элементов в шейкерной сортировке выполняется аналогично той же в пузырьковой сортировке, т. е. два соседних элемента, при необходимости, меняются местами. Суть модификации заключается в реализации двунаправленности: алгоритм перемещается, ни как в пузырьковой сортировке – строго снизу вверх (слева направо), а сначала снизу вверх, потом сверху вниз.

Реализация на языке C#:

using System;

class Program

{

//метод обмена элементов

static void Swap(ref int e1, ref int e2)

{

var temp = e1;

e1 = e2;

e2 = temp;

}

//сортировка перемешиванием

static int[] ShakerSort(int[] array)

{

for (var i = 0; i < array.Length / 2; i++)

{

var swapFlag = false;

//проход слева направо

for (var j = i; j < array.Length - i - 1; j++)

{

if (array[j] > array[j + 1])

{

Swap(ref array[j], ref array[j + 1]);

swapFlag = true;

}

}

//проход справа налево

for (var j = array.Length - 2 - i; j > i; j--)

{

if (array[j - 1] > array[j])

{

Swap(ref array[j - 1],

ref array[j]);

swapFlag = true;

}

}

//если обменов не было выходим

if (!swapFlag)

{

break;

}

}

return array;

}

static void Main(string[] args)

{

Console.WriteLine("Шейкерная сортировка");

Console.Write("Введите элементы массива: ");

var parts = Console.ReadLine().Split(

new[] { " ", ",", ";" },

StringSplitOptions.RemoveEmptyEntries);

var array = new int[parts.Length];

for (int i = 0; i < parts.Length; i++)

{

array[i] = Convert.ToInt32(parts[i]);

}

Console.WriteLine("Отсортированный массив: {0}", string.Join(", ", ShakerSort(array)));

Console.ReadLine();

}

}

**Сортировка вставками** (сортировка простыми включениями)

- алгоритм сортировки, в котором элементы входной последовательности просматриваются по одному, и каждый новый поступивший элемент размещается в подходящее место среди ранее упорядоченных элементов.

На вход алгоритма подаётся некая последовательность. На каждом шаге алгоритма выбирается один из элементов, входных данных и помещается на нужную позицию в уже отсортированной последовательности до тех пор, пока набор входных данных не будет исчерпан.

**Гномья сортировка**

Реализация на языке C#:

using System;

class Program

{

//метод обмена элементов

static void Swap(ref int e1, ref int e2)

{

var temp = e1;

e1 = e2;

e2 = temp;

}

//сортировка вставками

static int[] InsertionSort(int[] array)

{

for (var i = 1; i < array.Length; i++)

{

var key = array[i];

var j = i;

while ((j > 1) && (array[j - 1] > key))

{

Swap(ref array[j - 1], ref array[j]);

j--;

}

array[j] = key;

}

return array;

}

static void Main(string[] args)

{

Console.WriteLine("Сортировка вставками");

Console.Write("Введите элементы массива: ");

var parts = Console.ReadLine().Split(

new[] { " ", ",", ";" },

StringSplitOptions.RemoveEmptyEntries);

var array = new int[parts.Length];

for (int i = 0; i < parts.Length; i++)

{

array[i] = Convert.ToInt32(parts[i]);

}

Console.WriteLine("Упорядоченный массив: {0}", string.Join(", ", InsertionSort(array)));

Console.ReadLine();

}

}

- алгоритм сортировки, похожий на сортировку вставками, но в отличие от последней перед вставкой на нужное место происходит серия обменов, как в сортировке пузырьком

Алгоритм находит первое место, где два соседних элемента стоят в неправильном порядке и меняет их местами. Он пользуется тем фактом, что обмен может породить новую пару, стоящую в неправильном порядке, только до или после переставленных элементов.

**Сортировка выбором**

Шаги алгоритма:

1) находим номер минимального значения в текущем списке

2) производим обмен этого значения со значением первой неотсортированной позиции (обмен не нужен, если минимальный элемент уже находится на данной позиции)

3) теперь сортируем хвост списка, исключив из рассмотрения уже отсортированные элементы

**Поразрядная сортировка**

- алгоритм сортировки за линейное время. Алгоритм сортирует числа по разрядам.

Сортировка Шелла

Идея сортировки методом Шелла состоит в том, чтобы сортировать элементы отстоящие друг от друга на некотором расстоянии step. Затем сортировка повторяется при меньших значениях step, и в конце процесс сортировки Шелла завершается при step = 1 (а именно обычной сортировкой вставками).

**Пирамидальная сортировка**

Сортировка пирамидой использует бинарное сортирующее дерево. Сортирующее дерево — это такое дерево, у которого выполнены условия:

1) Каждый лист имеет глубину либо d, либо d-1; d — максимальная глубина дерева.

2) Значение в любой вершине не меньше (другой вариант — не больше) значения её потомков.

**Быстрая сортировка**

- Один из самых быстрых известных универсальных алгоритмов сортировки массивов.

Пошаговое описание алгоритма

1. Из массива выбирается элемент a[i]. Как правило, в качестве этого элемента берется центральный элемент массива.

2. Остальные элементы распределяются таким образом, чтобы слева от a[i] оказались все элементы, меньшие или равные a[i]. Элементы, большие или равные a[i], помещаются справа.

3. Производится проверка количества элементов в левой и правой частях массива. Если какая-либо часть (или обе части) содержит более двух элементов, то для этой части (или частей) запускается та же процедура сортировки с помощью рекурсивного вызова.

На небольшом объеме данных наиболее хорошие результаты показывают простейшие алгоритмы сортировки - вставками, пузырьком. Однако отличие во времени от остальных методов не очень существенно. На больших же объемах данных - сортировка пузырьком, шейкерная, гномья и, отчасти, сортировки вставками и выбором показывают существенное отличие во времени.

**Строки**

В языке C# строковые значения представляет тип string, а вся функциональность работы с данным типом сосредоточена в классе **System.String**. Собственно, string является псевдонимом для класса System.String. Объекты этого класса представляют текст как последовательность символов Unicode. Максимальный размер объекта String может составлять в памяти 2 ГБ, или около 1 миллиарда символов.

**Создание строк**

Создавать сроки можно, как используя переменную типа string и присваивая ей значение, так и применяя один из конструкторов класса String:

string s1 = "hello";

string s2 = null;

string s3 = new String('a', 6); // результатом будет строка "aaaaaa"

string s4 = new String(new char[]{'w', 'o', 'r', 'l', 'd'});

Конструктор String имеет различное число версий. Так, вызов конструктора new String('a', 6) создаст строку "aaaaaa". И так как строка представляет ссылочный тип, то может хранить значение null.

**Строка как набор символов**

Так как строка хранит коллекцию символов, в ней определен индексатор для доступа к этим символам:

public char this[int index] {get;}

Применяя индексатор, мы можем обратиться к строке как к массиву символов и получить по индексу любой из ее символов:

string s1 = "hello";

char ch1 = s1[1]; // символ 'e'

Console.WriteLine(ch1);

Console.WriteLine(s1.Length);

Используя свойство Length, как и в обычном массиве, можно получить длину строки.

**Основные методы строк**

Основная функциональность класса String раскрывается через его методы, среди которых можно выделить следующие:

* **Compare**: сравнивает две строки с учетом текущей культуры (локали) пользователя
* **CompareOrdinal**: сравнивает две строки без учета локали
* **Contains**: определяет, содержится ли подстрока в строке
* **Concat**: соединяет строки
* **CopyTo**: копирует часть строки или всю строку в другую строку
* **EndsWith**: определяет, совпадает ли конец строки с подстрокой
* **Format**: форматирует строку
* **IndexOf**: находит индекс первого вхождения символа или подстроки в строке
* **Insert**: вставляет в строку подстроку
* **Join**: соединяет элементы массива строк
* **LastIndexOf**: находит индекс последнего вхождения символа или подстроки в строке
* **Replace**: замещает в строке символ или подстроку другим символом или подстрокой
* **Split**: разделяет одну строку на массив строк
* **Substring**: извлекает из строки подстроку, начиная с указанной позиции
* **ToLower**: переводит все символы строки в нижний регистр
* **ToUpper**: переводит все символы строки в верхний регистр
* **Trim**: удаляет начальные и конечные пробелы из строки

Рассмотрим некоторые примеры работы со строками на C#.

Конкатенация строк:

string firstName = "Алексей";

string lastName = "Иванов";

// Конкатенация строк

string fullName = firstName + " " + lastName;

Console.WriteLine("Полное имя: " + fullName);

Извлечение подстроки:

string text = "Программирование на C#";

// Извлечение подстроки

string substring = text.Substring(0, 11); // "Программирова"

Console.WriteLine("Подстрока: " + substring);

Изменение регистра:

string text = "Привет, мир!";

// Изменение регистра

Console.WriteLine("В верхнем регистре: " + text.ToUpper());

Console.WriteLine("В нижнем регистре: " + text.ToLower());

Поиск и замена:

string text = "Привет, мир!";

// Поиск подстроки

int index = text.IndexOf("мир");

Console.WriteLine("Индекс 'мир': " + index);

// Замена подстроки

string newText = text.Replace("мир", "C#");

Console.WriteLine("После замены: " + newText);

Разделение строки:

string csv = "яблоко,банан,вишня";

// Разделение строки

string[] fruits = csv.Split(',');

Console.WriteLine("Фрукты:");

foreach (string fruit in fruits)

{

Console.WriteLine(fruit);

}

Форматирование строк:

string name = "Алексей";

int age = 30;

// Форматирование строки

string formattedString = string.Format("Меня зовут {0}, и мне {1} лет.", name, age);

Console.WriteLine(formattedString);

Использование интерполяции строк:

string name = "Алексей";

int age = 30;

// Интерполяция строк

string interpolatedString = $"Меня зовут {name}, и мне {age} лет.";

Console.WriteLine(interpolatedString);

Объединение строк с помощью Join:

string[] words = { "Программирование", "на", "C#", "это", "интересно!" };

// Объединение строк с разделителем

string joinedString = string.Join(" ", words);

Console.WriteLine("Объединенные строки: " + joinedString);

Удаление пробелов:

string textWithSpaces = " Привет, мир! ";

// Удаление пробелов в начале и в конце строки

string trimmedText = textWithSpaces.Trim();

Console.WriteLine("После удаления пробелов: '" + trimmedText + "'");

Проверка на пустую строку:

string emptyString = "";

// Проверка, является ли строка пустой или состоит только из пробелов

bool isEmpty = string.IsNullOrWhiteSpace(emptyString);

Console.WriteLine("Строка пустая: " + isEmpty);

Сравнение строк:

string str1 = "Привет";

string str2 = "привет";

// Сравнение строк с учетом регистра

bool areEqual = str1.Equals(str2);

Console.WriteLine("Строки равны (с учетом регистра): " + areEqual);

// Сравнение строк без учета регистра

bool areEqualIgnoreCase = str1.Equals(str2, StringComparison.OrdinalIgnoreCase);

Console.WriteLine("Строки равны (без учета регистра): " + areEqualIgnoreCase);

Проверка наличия подстроки:

string text = "Программирование на C#";

// Проверка наличия подстроки

bool containsCSharp = text.Contains("C#");

Console.WriteLine("Содержит 'C#': " + containsCSharp);

Замена символов:

string text = "Привет, мир!";

// Замена символов

string replacedText = text.Replace("и", "и́");

Console.WriteLine("После замены: " + replacedText);

Получение длины строки:

string text = "Привет, мир!";

// Получение длины строки

int length = text.Length;

Console.WriteLine("Длина строки: " + length);

Преобразование строки в массив символов:

string text = "Привет";

// Преобразование строки в массив символов

char[] characters = text.ToCharArray();

Console.WriteLine("Символы в строке:");

foreach (char c in characters)

{

Console.WriteLine(c);

}

**Задание на лабораторную работу**

1. Разработать консольное приложение.
2. Реализовать меню для выбора задания (рисунок 1), обеспечивающее возможность многократного выполнения различных заданий.
3. После завершения выполнения выбранного задания пользователь должен возвращаться в меню для повторного выбора.
4. Завершение работы программы должно осуществляться при явном выборе соответствующего пункта меню (например, 'Выход').
5. Выполнить задания согласно варианту.
6. Большие наборы данных генерировать случайным образом.
7. **Не использовать** встроенные функции сортировки массива!
8. Подготовить входные данные для проверки работы приложения.

![](data:image/png;base64,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)

Рисунок 1 – Пример меню выбора задания

**Варианты заданий на лабораторную работу**

**Задание 1.**

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- сумму отрицательных элементов массива;

- произведение элементов массива, расположенных между максимальным и минимальным элементами.

Упорядочить элементы массива по возрастанию.

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- сумму положительных элементов массива;

- произведение элементов массива, расположенных между максимальным по модулю и минимальным по модулю элементами.

Упорядочить элементы массива по убыванию.

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- произведение элементов массива с четными номерами;

- сумму элементов массива, расположенных между первым и последним нулевыми элементами.

Преобразовать массив таким образом, чтобы сначала располагались все положительные элементы, а потом – все отрицательные (элементы, равные нулю, считать положительными).

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- произведение элементов массива с нечетными номерами;

- сумму элементов массива, расположенных между первым и последним отрицательными элементами.

Сжать массив, удалив из него все элементы, модуль которых не превышает единицу. Освободившиеся в конце массива элементы заполнить нулями.

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- максимальный элемент массива;

- сумму элементов массива, расположенных до последнего положительного элемента.

Сжать массив, удалив из него все элементы, модуль которых находится в интервале [a, b]. Освободившиеся в конце массива элементы заполнить нулями.

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- минимальный элемент массива;

- сумму элементов массива, расположенных между первым и последним положительными элементами.

Преобразовать массив таким образом, чтобы сначала располагались все элементы, равные нулю, а потом – все остальные.

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- номер максимального элемента массива;

- произведение элементов массива, расположенных между первым и вторым нулевыми элементами.

Преобразовать массив таким образом, чтобы в первой его половине располагались элементы, стоявшие в нечетных позициях, а во второй половине – элементы, стоявшие в четных позициях.

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- номер минимального элемента массива;

- сумму элементов массива, расположенных между первым и вторым отрицательными элементами.

Преобразовать массив таким образом, чтобы сначала располагались все элементы, модуль которых не превышает единицу, а потом – все остальные.

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- максимальный по модулю элемент массива;

- сумму элементов массива, расположенных между первым и вторым положительными элементами.

Преобразовать массив таким образом, чтобы элементы, равные нулю, располагались после всех остальных.

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- минимальный по модулю элемент массива;

- сумму модулей элементов массива, расположенных после первого элемента, равного нулю.

Преобразовать массив таким образом, чтобы в первой его половине располагались элементы, стоявшие в четных позициях, а во второй половине – элементы, стоявшие в нечетных позициях.

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- номер минимального по модулю элемента массива;

- сумму модулей элементов массива, расположенных после первого отрицательного элемента.

Сжать массив, удалив из него все элементы, величина которых находится в интервале [a, b]. Освободившиеся в конце массива элементы заполнить нулями.

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- номер максимального по модулю элемента массива;

- сумму элементов массива, расположенных после первого положительного элемента.

Преобразовать массив таким образом, чтобы сначала располагались все элементы, целая часть которых лежит в интервале [a, b], а потом – все остальные.

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- количество элементов массива, лежащих в диапазоне от A до B;

- сумму элементов массива, расположенных после максимального элемента.

Упорядочить элементы массива по убыванию модулей.

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- количество элементов массива, равных нулю;

- сумму элементов массива, расположенных после минимального элемента.

Упорядочить элементы массива по возрастанию модулей.

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- количество элементов массива, больших C;

- произведение элементов массива, расположенных после максимального по модулю элемента.

Преобразовать массив таким образом, чтобы сначала располагались все отрицательные элементы, а потом – все положительные (элементы, равные нулю, считать положительными).

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- количество отрицательных элементов массива;

- сумму модулей элементов массива, расположенных после минимального по модулю элемента.

Заменить все отрицательные элементы массива их квадратами и упорядочить элементы массива по возрастанию.

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- количество положительных элементов массива;

- сумму элементов массива, расположенных после последнего элемента, равного нулю.

Преобразовать массив таким образом, чтобы сначала располагались все элементы, целая часть которых не превышает единицу, а потом – все остальные.

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- количество элементов массива, меньших C;

- сумму целых частей элементов массива, расположенных после последнего отрицательного элемента.

Преобразовать массив таким образом, чтобы сначала располагались все элементы, отличающиеся от максимального не более чем на 20%, а потом – все остальные.

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- произведение отрицательных элементов массива;

- сумму положительных элементов массива, расположенных до максимального элемента.

Изменить порядок следования элементов в массиве на обратный.

1. В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- произведение положительных элементов массива;

- сумму элементов массива, расположенных до минимального элемента.

Упорядочить по возрастанию отдельно элементы, стоящие на четных местах, и элементы, стоящие на нечетных местах.

**Задание 2.**

1. Дана целочисленная прямоугольная матрица. Определить:

- количество строк, не содержащих ни одного нулевого элемента;

- максимальное из чисел, встречающихся в заданной матрице более одного раза.

1. Дана целочисленная прямоугольная матрица. Определить количество столбцов, не содержащих не одного нулевого элемента. Характеристикой строки целочисленной матрицы назовем сумму ее положительных четных элементов. Переставляя строки заданной матрицы, расположить их в соответствии с ростом характеристик.
2. Дана целочисленная прямоугольная матрица. Определить:

- количество столбцов, содержащих хотя бы один нулевой элемент;

- номер строки, в которой находится самая длинная серия одинаковых элементов.

1. Дана целочисленная квадратная матрица. Определить:

- произведение элементов в тех строках, которые не содержать отрицательных элементов;

- максимум среди сумм элементов диагоналей. параллельных главной диагонали матрицы.

1. Дана целочисленная квадратная матрица. Определить:

- сумму элементов в тех столбцах, которые не содержать отрицательных элементов;

- минимум среди сумм модулей элементов диагоналей, параллельных побочной диагонали матрицы.

1. Дана целочисленная прямоугольная матрица. Определить:

- сумму элементов в тех строках, которые содержат хотя бы один отрицательных элемент;

- номера строк и столбцов всех седловых точек матрицы.

Матрица А имеет седловую точку Aij, если Aij является минимальным элементом в i-й строке и максимальным – в j-м столбце.

1. Для заданной матрицы размером 8x8 найти такие k, при которых k-я строка матрицы совпадает с k-м столбцом. Найти сумму элементов в тех строках, которые содержать хотя бы один отрицательный элемент.
2. Характеристикой столбца целочисленной матрицы назовем сумму модулей его отрицательных нечетных элементов. Переставляя столбцы заданной матрицы, расположить их в соответствии с ростом характеристик. Найти сумму элементов в тех столбцах, которые содержать хотя бы один отрицательный элемент.
3. Соседями элемента Aij в матрице назовем элементы Akl, где i – 1 ≤ k ≤ i + 1, j – 1 ≤ l ≤ j + 1, (k,l) ≠ (i,j). Операция сглаживания матрицы дает новую матрицу того же размера, каждый элемент которой получается как среднее арифметическое имеющихся соседей соответствующего элемента исходной матрицы. Построить результат сглаживания заданной вещественной матрицы размером 10x10.
4. Элемент матрицы называется локальным минимумом, если он строго меньше всех имеющихся у него соседей (определение соседних элементов см. в варианте 9). Подсчитать количество локальных минимумов заданной матрицы размером 10x10. Найти сумму модулей элементов, расположенных выше главной диагонали.
5. Коэффициенты системы линейных уравнений заданы в виде прямоугольной матрицы. С помощью допустимых преобразований привести систему к треугольному виду. Найти количество строк, среднее арифметическое элементов которых меньше заданной величины.
6. Уплотнить заданную матрицу, удаляя из нее строки и столбцы, заполненные нулями. Найти номер первой из строк, содержащих хотя бы один положительный элемент.
7. Осуществить циклический сдвиг элементов прямоугольной матрицы на n элементов вправо или вниз (в зависимости от введенного режима). n может быть больше количества элементов в строке или столбце.
8. Осуществить циклический сдвиг элементов квадратной матрицы размером MxN вправо на k элементов таким образом: элементы первой строки сдвигаются в последний столбец сверху вниз, из него – в последнюю строку справа налево, из нее – в первый столбец снизу вверх, из него – в первую строку; для остальных элементов – аналогично.
9. Дана целочисленная прямоугольная матрица. Определить номер первого из столбцов, содержащих хотя бы один нулевой элемент. Характеристикой строки целочисленной матрицы назовем сумму ее отрицательных четных элементов. Переставляя строки заданной матрицы, расположить их в соответствии с убыванием характеристик.
10. Упорядочить строки целочисленной прямоугольной матрицы по возрастанию количества одинаковых элементов в каждой строке. Найти номер первого из столбцов, не содержащих ни одного отрицательного элемента.
11. Путем перестановки элементов квадратной вещественной матрицы добиться того, чтобы ее максимальный элемент находился в левой верхнем углу, следующий по величине – в позиции (2, 2), следующих по величине – в позиции (3, 3) и т.д., заполнив таким образом всю главную диагональ. Найти номер первой из строк, не содержащих ни одного положительного элемента.
12. Дана целочисленная прямоугольная матрица. Определить:

- количество строк, содержащих хотя бы один нулевой элемент;

- номер столбца, в котором находится самая длинная серия одинаковых элементов.

1. Дана целочисленная квадратная матрица. Определить:

- сумму элементов в тех строках, которые не содержат отрицательных элементов;

- минимум среди сумм элементов диагоналей, параллельных главной диагонали матрицы.

1. Дана целочисленная прямоугольная матрица. Определить:

- количество отрицательных элементов в тех строках, которые содержать хотя бы один нулевой элемент;

- номера строк и столбцов всех седловых точек матрицы.

Матрица А имеет седловую точку Aij, если Aij является минимальным элементом в i-й строке и максимальным – в j-м столбце.

**Задание 3.**

1. Расстояние между двумя словами равной длины – это количество позиций, в которых различаются эти слова. В заданном предложении найти пару слов с максимальным расстоянием.
2. Отредактировать заданное предложение, удаляя из него все слова с нечетными номерами и переворачивая слова с четными номерами.
3. Задан текст. Переписать его таким образом, чтобы предложения шли в обратном порядке, при этом внутри предложения слова шли в обратном порядке. Каждое слово в предложении должно начинаться с заглавной буквы. Предложения в новом тексте должны заканчиваться теми же знаками препинания, что и в исходном тексте.
4. Задан текст. Переписать его таким образом, чтобы сначала шли все гласные буквы, затем знаки препинания, а затем согласные буквы в том порядке в каком они встречаются в тексте.
5. Задан текст. Удалить из него все знаки препинания и переставить в нем пробелы таким образом, чтобы длина всех слов, кроме быть может последнего, была одинаковой.
6. Задан текст. Поменять в нем местами две гласные, которые встречаются чаще остальных двумя согласными, которые встречаются чаще остальных.
7. Дана строка, содержащая текст, вывести на экран те слова которые читаются одинаково справа налево и слева направо (т.е. являются палиндромом).
8. Упорядочить слова заданного текста по алфавиту.
9. Задан текст. Удалить из него все знаки препинания. Дописать в его конец минимальное количество символов так, чтобы полученный текст был палиндромом (пробелы не учитывать).
10. Ввести строку, в которую могут входить только цифры и символы {', ', '; ' , '\*', '@'}. Вывести на экран сколько раз встречается последовательность символов ',@,'
11. Ввести строку, в которой могут встречаться только буквы и цифры. Вывести на экран такие группы, в которых цифра 1 встречается не менее 3 раз. Под группой считать такую последовательность цифр, которая заключена между буквами.
12. Из введенного текста вывести на экран только те слова, которые симметричны (RADAR, ANNA)
13. Из введенного текста вывести на экран только те слова, в которых буквы упорядочены в порядке, обратном алфавитному (ROD, SON).
14. Сколько чисел между n и m (n<m) состоит из нечётных цифр и сколько из различных цифр?
15. Задан текст, содержащий только буквы. Переписать его таким образом, чтобы сначала шли все гласные буквы, а затем согласные буквы в том порядке в каком они встречаются алфавите.
16. Отредактировать заданное предложение, удаляя из него все слова с, входящей в них произвольной буквой (буква задается пользователем), и переворачивая в обратном порядке слова без вхождения этой буквы.
17. Строка содержит произвольный текст. Проверить совпадают ли в ней самые короткие слова (короткое слово – это слово с наименьшим количеством символов).
18. Задан текст. Удалить из него все знаки препинания и пробелы. Дописать в его конец столько раз слово 'ой!' сколько символов было удалено.
19. Задан текст. Дописать к слову длинной, заданной пользователем, слово, которое вводит пользователь. Все остальные -удалить.
20. Из введенного текста вывести на экран только те слова, в которых буквы упорядочены в алфавитном порядке (dor, nos).
21. Ввести строку, в которой могут встречаться только буквы и цифры. Вывести на экран такие группы, в которых последовательность букв 'ок' встречается не менее 2 раз. Под группой считать такую последовательность букв, которая заключена между цифрами.
22. Будем считать расстоянием между двумя одинаковыми словами – количество символов между ними. В заданном предложении найти расстояние между всеми соседними одинаковыми словами.
23. Даны две строки А и В. Составьте программу, выводящую на экран совпадающие подстроки длиной 2.
24. Строка содержит произвольный текст. Проверить совпадают ли в ней самые короткие слова (короткое слово – это слово с наименьшим количеством символов).
25. Задан текст. Удалить из него самое длинное и самое короткое слово. Во всех остальных словах вхождение заданной пользователем буквы увеличить вдвое.
26. Дан текст. Найти самое короткое слово, заменить его словом «вот!». В остальных словах текста заменить первые символы на «вот!», оставшиеся символы – не изменять.
27. Будем считать расстоянием между двумя словами – количество символов между этими словами. В заданном предложении найти расстояние между первым и последним вхождениями слова, введенного пользователем.

**Пример разработки приложения**

Задание 1.

В одномерном массиве, состоящем из *n* вещественных элементов, вычислить:

- сумму положительных элементов массива;

- произведение элементов массива, расположенных до минимального элемента.

Упорядочить по убыванию отдельно элементы, стоящие на четных местах, и элементы, стоящие на нечетных местах.

Оформим код в виде методов, запишем метод для ввода размера массива:

int InputArraySize()

{

Console.Write("Введите размер массива n: ");

return int.Parse(Console.ReadLine());

}

Запишем метод для ввода элементов массива:

void InputArrayElements(double[] array)

{

Console.WriteLine("Введите элементы массива:");

for (int i = 0; i < array.Length; i++)

{

array[i] = double.Parse(Console.ReadLine());

}

}

Запишем метод для вычисления суммы положительных элементов:

double CalculatePositiveSum(double[] array)

{

double sum = 0;

foreach (var item in array)

{

if (item > 0)

{

sum += item;

}

}

return sum;

}

Запишем метод для вычисления произведения элементов до минимального:

double CalculateProductBeforeMin(double[] array)

{

double product = 1;

int minIndex = 0;

double minValue = array[0];

for (int i = 1; i < array.Length; i++)

{

if (array[i] < minValue)

{

minValue = array[i];

minIndex = i;

}

}

for (int i = 0; i < minIndex; i++)

{

product \*= array[i];

}

return product;

}

Запишем метод для упорядочивания элементов на четных и нечетных местах:

void SortArrayByIndex(double[] array)

{

// Определяем количество четных и нечетных индексов

int evenCount = (array.Length + 1) / 2;

int oddCount = array.Length / 2;

double[] evenIndexedElements = new double[evenCount];

double[] oddIndexedElements = new double[oddCount];

// Заполнение массивов четных и нечетных индексов

for (int i = 0; i < array.Length; i++)

{

if (i % 2 == 0)

{

evenIndexedElements[i / 2] = array[i];

}

else

{

oddIndexedElements[i / 2] = array[i];

}

}

// Сортировка по убыванию четных индексов

SortDescending(evenIndexedElements);

// Сортировка по убыванию нечетных индексов

SortDescending(oddIndexedElements);

// Заполнение исходного массива отсортированными элементами

for (int i = 0; i < evenCount; i++)

{

array[i \* 2] = evenIndexedElements[i];

}

for (int i = 0; i < oddCount; i++)

{

array[i \* 2 + 1] = oddIndexedElements[i];

}

}

Запишем метод для сортировки по убыванию:

void SortDescending(double[] arr)

{

for (int i = 0; i < arr.Length - 1; i++)

{

for (int j = i + 1; j < arr.Length; j++)

{

if (arr[i] < arr[j])

{

// Обмен значениями

double temp = arr[i];

arr[i] = arr[j];

arr[j] = temp;

}

}

}

}

Запишем метод для вывода массива:

void PrintArray(double[] array)

{

Console.WriteLine(string.Join(", ", array));

}

Применим разработанные методы и решим задачу:

int n = InputArraySize();

// Инициализация массива

double[] array = new double[n];

// Ввод элементов массива

InputArrayElements(array);

// 1. Сумма положительных элементов

double positiveSum = CalculatePositiveSum(array);

Console.WriteLine($"Сумма положительных элементов: {positiveSum}");

// 2. Произведение элементов до минимального

double productBeforeMin = CalculateProductBeforeMin(array);

Console.WriteLine($"Произведение элементов до минимального: {productBeforeMin}");

// 3. Упорядочивание элементов на четных и нечетных местах

SortArrayByIndex(array);

// Вывод отсортированного массива

Console.WriteLine("Отсортированный массив:");

PrintArray(array);

Задание 2.

Дана целочисленная прямоугольная матрица. Определить:

- количество положительных элементов в тех строках, которые содержат хотя бы два нулевых элемент;

- номера строк и столбцов всех седловых точек матрицы.

Матрица А имеет седловую точку Aij, если Aij является минимальным элементом в i-й строке и максимальным – в j-м столбце.

Запишем метод для ввода матрицы:

using System;

// Метод для ввода матрицы

int[,] InputMatrix()

{

Console.Write("Введите количество строк: ");

int rows = int.Parse(Console.ReadLine());

Console.Write("Введите количество столбцов: ");

int cols = int.Parse(Console.ReadLine());

int[,] matrix = new int[rows, cols];

Console.WriteLine("Введите элементы матрицы:");

for (int i = 0; i < rows; i++)

{

for (int j = 0; j < cols; j++)

{

matrix[i, j] = int.Parse(Console.ReadLine());

}

}

return matrix;

}

Запишем метод для подсчета положительных элементов в строках с хотя бы двумя нулями:

void CountPositiveInRowsWithZeros(int[,] matrix)

{

int rows = matrix.GetLength(0);

int cols = matrix.GetLength(1);

int count = 0;

for (int i = 0; i < rows; i++)

{

int zeroCount = 0;

int positiveCount = 0;

for (int j = 0; j < cols; j++)

{

if (matrix[i, j] == 0)

{

zeroCount++;

}

if (matrix[i, j] > 0)

{

positiveCount++;

}

}

if (zeroCount >= 2)

{

count += positiveCount;

}

}

Console.WriteLine($"Количество положительных элементов в строках с хотя бы двумя нулями: {count}");

}

Запишем метод для поиска седловых точек:

void FindSaddlePoints(int[,] matrix)

{

int rows = matrix.GetLength(0);

int cols = matrix.GetLength(1);

bool hasSaddlePoint = false;

for (int i = 0; i < rows; i++)

{

for (int j = 0; j < cols; j++)

{

bool isMinInRow = true;

bool isMaxInCol = true;

// Проверка, является ли текущий элемент минимальным в строке

for (int k = 0; k < cols; k++)

{

if (matrix[i, k] < matrix[i, j])

{

isMinInRow = false;

break;

}

}

// Проверка, является ли текущий элемент максимальным в столбце

for (int k = 0; k < rows; k++)

{

if (matrix[k, j] > matrix[i, j])

{

isMaxInCol = false;

break;

}

}

// Если это седловая точка, выводим ее координаты

if (isMinInRow && isMaxInCol)

{

Console.WriteLine($"Седловая точка найдена в строке {i + 1}, столбце {j + 1} (значение: {matrix[i, j]})");

hasSaddlePoint = true;

}

}

}

if (!hasSaddlePoint)

{

Console.WriteLine("Седловых точек не найдено.");

}

}

Применим разработанные методы и решим задачу:

int[,] matrix = InputMatrix();

CountPositiveInRowsWithZeros(matrix);

FindSaddlePoints(matrix);

Задание 3.

Задан текст. Заменить самое длинное и самое короткое слово на заданную пользователем строку. Во всех остальных словах вхождение буквы 'О' увеличить на 1.

Запишем метод для предобработки текста:

string ProcessText(string text, string replacement)

{

string[] words = SplitTextIntoWords(text);

if (words.Length == 0)

{

return text; // Если нет слов, возвращаем исходный текст

}

string shortestWord = FindShortestWord(words);

string longestWord = FindLongestWord(words);

ReplaceWords(words, shortestWord, longestWord, replacement);

return JoinWords(words);

}

Запишем метод для разбиения текста на слова:

string[] SplitTextIntoWords(string text)

{

return text.Split(new char[] { ' ', '.', ',', '!', '?' }, StringSplitOptions.RemoveEmptyEntries);

}

Запишем метод для определения кратчайшего слова:

string FindShortestWord(string[] words)

{

string shortestWord = words[0];

foreach (string word in words)

{

if (word.Length < shortestWord.Length)

{

shortestWord = word;

}

}

return shortestWord;

}

Запишем метод для определения самого длинного слова:

string FindLongestWord(string[] words)

{

string longestWord = words[0];

foreach (string word in words)

{

if (word.Length > longestWord.Length)

{

longestWord = word;

}

}

return longestWord;

}

Запишем метод для замены самого короткого и самого длинного слова:

void ReplaceWords(string[] words, string shortestWord, string longestWord, string replacement)

{

for (int i = 0; i < words.Length; i++)

{

if (words[i] == shortestWord

|| words[i] == longestWord)

{

words[i] = replacement;

// Замена самого короткого и самого длинного слова

}

else

{

words[i] = IncreaseO(words[i]);

// Увеличение 'О'

}

}

}

Запишем метод для увеличения вхождений символа «O»:

string IncreaseO(string word)

{

// Увеличение вхождений 'О'

char[] chars = word.ToCharArray();

for (int i = 0; i < chars.Length; i++)

{

if (chars[i] == 'О' || chars[i] == 'о')

{

chars[i] = 'О'; // Увеличиваем 'О' на 1

// Добавляем еще одно 'О' после текущего

word = word.Insert(i + 1, "О");

i++; // Пропускаем добавленный символ

}

}

return word;

}

Запишем метод для соединения слов в предложение:

string JoinWords(string[] words)

{

return string.Join(" ", words);

}

Применим разработанные методы и решим задачу:

Console.WriteLine("Введите текст:");

string inputText = Console.ReadLine();

Console.WriteLine("Введите строку для замены:");

string replacementString = Console.ReadLine();

// Обработка текста

string resultText = ProcessText(inputText, replacementString);

// Вывод результата

Console.WriteLine("Результат:");

Console.WriteLine(resultText);

**Контрольные вопросы**

1. Что такое массив в C#?
2. Как объявить и инициализировать массив целых чисел заданного размера?
3. Как получить доступ к элементу массива?
4. Каковы основные различия между одномерными и многомерными массивами в C#?
5. Как можно перебрать все элементы массива с помощью цикла?
6. Как изменить размер массива после его создания?
7. Что произойдет, если попытаться получить доступ к элементу массива по индексу, который выходит за пределы его размера?
8. Как скопировать массив в другой массив?
9. Что такое строка в C#?
10. Как объявить и инициализировать строку?
11. Как получить длину строки?
12. Как извлечь подстроку из строки?
13. Как объединить две строки в одну?
14. Как проверить, содержит ли строка определенное слово или символ?
15. Как преобразовать строку в верхний регистр?
16. Как заменить часть строки на другую строку?
17. Как разбить строку на массив строк по заданному разделителю?
18. Как сравнить две строки на равенство?

# Содержание пояснительной записки

1. Постановка задачи. Приводится теоретический материал, использованный при написании приложения.

2. Формулировка задания и вариант. Приводится задание на лабораторную работу и вариант этого задания.

3. Описание выполняемых действий. Необходимо привести описание последовательности разработки программы, реализации используемых методов, алгоритмов, блок-схем.

4. Анализ результатов. Привести анализ входных и выходных данных. Показать результаты выполнения программного кода. Предоставить скриншоты обработки тестовых примеров. Сделать выводы.

5. Листинг программы. Привести листинг разработанного программного кода, содержание файлов входных и выходных данных.

# Используемое программное обеспечение

1. Среда программирования MS Visual Studio Community 2017 (Свободно распространяемое программное обеспечение (в учебных целях));
2. Microsoft Office Standard 2007 (Open License: 42267924);
3. Браузер (Свободно распространяемое программное обеспечение).